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ABSTRACT

Snort is the most widely deployed Network Intrusion Detection System (NIDS) whose performance is dominated by the pattern matching of packets in the network. In this paper, we present an experimental evaluation and comparison of the performance of different pattern matching algorithms of Snort NIDS namely ac-q, ac-bnfa, ac-split, ac-banded and ac-sparsebands on Linux Operating System (Ubuntu Server 16.04). Snort’s performance is measured by subjecting the server running Snort v2.9.9.1 to live malicious traffic and a standard dataset. The performance is calculated and compared in terms of throughput, memory utilization and CPU utilization.
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1. Introduction

1.1 Snort

Snort is an open source Network Intrusion Detection System (IDS) which has the ability to perform real-time traffic analysis and packet logging on Internet Protocol (IP) networks. It performs protocol analysis, content searching and matching. It can be configured in three main modes: sniffer, packet logger, and network intrusion detection. In sniffer mode, the system reads network packets and displays them on the console. In packet logger mode, it logs the packets to the disk whereas, in intrusion detection mode, the system monitors network traffic and analyzes it against a rule set defined by the security analyst. The program will then perform a specific action based on what has been identified. It uses a rule-driven language which combines the benefits of signature, protocol and anomaly based inspection methods.

Snort can be implemented as Host based IDS, that monitors a computer system on which it is installed to detect an intrusion or as Network based IDS, that scans network packets to detect an intrusion and/or misuse.

Snort implements Deep Packet Inspection (DPI) which inspects both packet headers and payloads to trace out and put off suspicious attacks. Created by Martin Roesch in 1998, it is a free and open source, rule based, network intrusion detection system (IDS) and network intrusion prevention system (IPS) [1]. It combines the benefits of signature, protocol and anomaly based inspection methods. With more than 3 million of downloads to date, Snort is the most widely deployed intrusion detection and prevention technology worldwide[2].

1.2 Architecture of Snort

Snort is a core and plug-ins system, with sniffer as the core component and the different available plug-ins are pre-processors, the detection engine and the output module. Fig. 1 represents the architecture of Snort. The sniffer collects the network traffic and identifies the packet structure. Packet then goes to the pre-processors which modify the data packets for faster detection by the detection engine. It also examines the behaviour of packet and can generate alert if an anomaly is found. The detection engine is responsible for rule-matching. It takes the pre-processed packet and compares with a set of available rules. If the rules match the data in the packet, alert is generated via output module.

Fig.1. Architecture of Snort
1.2 Rule Syntax in Snort
The rule syntax in Snort is well-organized. Fig. 2 represents the rule syntax in Snort. The each rule consists of two parts:

- Rule Header: Rule header has a static definition and is composed of the 5 tuple as shown in Fig. 2. It must be present in every rule.
- Rule options: Rule options have variable definitions. It is not always present, and it has more than 50 options available to account for different requirements in the description of possible rules.

![Rule Syntax in Snort](image)

Fig. 2. Rule Syntax in Snort

1.4 Algorithms
The pattern matching is the most computationally expensive test that Snort commonly performs on packets[3]. The basic pattern matching task is to match a number of patterns drawn from the Snort rules to each packet. The content field specifies a string to match in the packet. The number of patterns can be in the order of a few thousands. Snort version 2.9 contains over 9000 patterns. The following are the efficient and high-speed pattern matching algorithms which can match multiple patterns simultaneously.

- Ac-q is an optimized Aho-Corasick algorithm that uses a full matrix state transition table[2].
- Ac-bnfA is an optimized Aho-Corasick algorithm which uses binary NFA.
- Ac-split is an optimized Aho-Corasick algorithm which dynamically divides the pattern into blocks for efficient rule matching[4].
- Ac-banded is an optimized Aho-Corasick algorithm that uses a banded matrix state transition table.
- Ac-sparsebanded is an optimized Aho-Corasick algorithm that uses a sparse-banded matrix state transition table.

The rest of the paper is organized as follows. Section 2 summarizes the past work done in the same field. Section 3 describes the experimental setup and parameters used to carry out the research. Section 4 gives performance evaluation of the experiment.

2. Related Work
Sarang Dharmapurikar and John Lockwood in [5] presented a high-speed and scalable multi-pattern matching algorithm for Network Intrusion Detection Systems. They used hardware-based Bloom filters, which suppressed a large fraction of memory accesses and speeded up string matching.

Sarika Rameshwar Rathi in [6] presented a new framework for IDS. They used the Darpa Dataset and applied Apriori algorithm for intrusion detection which reduced its complexity and provided a high detection rate.

Yaron Wensberg et al. in [7] designed and implemented a full NIPS system based on a novel pattern matching algorithm, called RTCAM. Their solution achieved line-speed rates. For about 60% of real network traffic, an average line speed of 12.35 Gbps was achieved. Their system was fully compatible with Snort’s rules syntax which was capable of importing Snort’s database easily.

R. Hamsaveni and Dr. G. Gunasekaran in [8] identified the number of promising algorithms and provided an overview of recent developments in the single keyword pattern matching for IDS. They compared Boyer-Moore Algorithm which uses two tables and matching starts with right to left, with Horspool which uses only one table and the matching is faster than the BoyerMoore. They also analysed Brute force algorithm, Knuth -Morris -Pratt algorithm and Karp – Rabin algorithm. They proposed LPM algorithm was compared with the exiting algorithms and the result showed that the algorithm was faster and more reliable in network security applications.

Qing-Xiu Wu in [9] studied network protocol analysis technique in Snort. The technique analyzed all header fields of various layers of the network as well as the data content of application layer. This information was made available to users to understand the full range of network packet information and to carry out in-depth analysis of network attacks.

Huang Kun and Zhang Da Fang in [10] proposed the ISBF to achieve line-speed packet processing and reduce the memory requirements. They also proposed the lazy deletion algorithm and vacant insertion algorithm to reduce the update overhead of the ISBF and compared it with the TriBiCa and SFHT. Experimental results showed that compared to the TriBiCa and SFHT, the ISBF reduced the off chip memory accesses of insertion by 12.5 times and 4.6 times, deletion by 6 times and 5.8 times, respectively. The ISBF reduced the processing time of insertion by 45.9 times and 89 times, deletion by 10.4 times and 76.2 times respectively.
C. Jason Coit et al. in [12] implemented a “Boyer-Moore approach to exact set-matching” works well in practice to significantly reduce the computation time needed to match packet content to the ever-increasing rule set. They demonstrated that their version of Snort operates 1.02 times up to 3.32 times as fast as the current version depending on the number and type of content rules and the day to day speedup will depend on the network traffic and rule set used. Their algorithm worked efficiently in terms of time but used roughly 3 times the memory used by the standard version. They proposed the idea that replacing the current transition matrix of each node with splay tree will reduce the space needed for each node for an increase in running time.

Soumya Sen in [2] had studied the effect of varying packet size and rule set size on Snort’s performance and had suggested methods to reduce the dependency of Snort’s performance on increase in rule-sets. She proposed the use of sparse banded matrix data structure for implementing pattern-matching in Aho-Corasick algorithm of detection engine to increase both memory as well as time efficiency of the system. The reduction in memory requirements was intended to avoid cache misses and to make room for ever-growing number of rule-sets, which in turn would increase Snort’s performance.

N. Khamphakdee et al. in [13] described about Intrusion Detection System Based on Snort Rules for Network Probe Attack Detection. The MIT-DARPA 1999 dataset is tested and evaluated by MIT Lincoln Laboratory. The dataset consists of normal and abnormal connection which was recorded in many file formats. MIT-DARPA 1999 dataset has total 656 probe attacks. Snort IDSs can generate thousands of alarms in a day that flood network administrators. Many of these alarms are usually considered to be so called false alarms. As a result, network administrators run the risk of missing good alarms lost in the noise generated by the false alarms.

### 3. Experiment Plan

The aim of the experiment is to measure the performance exhibited by Snort under high traffic. Snort version 2.9.9.1 has been installed as a host based NIDS with the default configurations. We set the output methods for both alerting and logging with writing output to files located in the default log directory. Two experiments have been performed to evaluate the performance of Snort. In first experiment, live malicious traffic is send to the server with Snort and its performance is evaluated for all the five algorithms. In second experiment, the performance is calculated and compared for the CDX-2009 dataset, which is a labeled dataset captured by NSA with an aim to correlate IP addresses found in the PCAP files with the IP addresses to hosts on the internal USMA network [14].

#### 3.1 Experimental set-up

The network setup comprises of four machines, which includes three attackers/traffic generators and a server, connected through a 1 Gbps Ethernet network. The receiver works on Linux operating system (Ubuntu server 16.04) and the senders are Ubuntu desktop 16.04 machines. Traffic is generated at the sender machines using three Scapy and three D-ITG (Distributed Internet Traffic Generator). Scapy is a powerful tool for packet manipulation written by Philippe Biondi in python [15], which is used to create and send custom packets of a wide number of protocols over the network. D-ITG is an open source platform capable to generate both IPv4 and IPv6 traffic at network layer, transport layer and application layer. ITGSend is the component responsible for generating traffic at packet level towards ITGRecv in D-ITG [16]. The setup shown in Fig. 3. is used for conducting Test 1.

![Fig.3. Experimental setup](image-url)

#### 3.2 Evaluation parameters

The following parameters are used for the evaluation of different pattern matching algorithms.

1. **Throughput**: It is the total number of packets analysed in a given period of time.
   \[
   \text{Throughput} = \frac{\text{total number of packets analysed}}{\text{total time taken}}
   \]
   It is measured in Kpps (kilo Packets Per Seconds).

2. **CPU Utilization**: CPU utilization refers to the processor utilization for Snort.

3. **Memory Utilization**: Memory utilization refers to the total amount of memory utilised by Snort process.
4. Performance Measurements

The performance of different pattern matching algorithms that are ac-q, ac-bnfa, ac-banded and ac-sparsebands are evaluated against the default algorithm that is ac-split in terms of throughput, memory utilization and CPU utilization.

4.1 Test 1: Snort’s performance against real & malicious traffic

To compare the performance of different pattern matching algorithms of Snort under heavy traffic, two new rules have been added to Snort’s default rule-set. Packets of size 1024 bytes at 1 Gbps were sent to the server for 120 seconds to study the behaviour of Snort.

The rule shown below check every incoming TCP packet for a payload containing the strings “malicious” and “bad_traffic”. When a match occurs, a message “malicious data detected” and “bad data detected” is generated to the alert file stored in the default log directory with an identity of “1000001” and “1000002” respectively. The rules are inserted to a file called local.rules. The format of the rule is as follows:

```
alert tcp any any -> $HOME_Net any (msg : “malicious data detected”; content : “malitious”; sid : 1000001; rev : 01)
alert tcp any any -> $HOME_Net any (msg : “bad data detected”; content : “bad_traffic”; sid : 1000002; rev : 01)
```

The following commands is used in Scapy to generate traffic at the sender’s end:

```
send(IP(dst=“190.170.1.120”)/TCP()/bad_traffic, loop=1)
send(IP(dst=“190.170.1.120”)/TCP()/malicious, loop=1)
```

On the basis of Memory utilization, CPU utilization, and Throughput, performance of different pattern matching algorithms of Snort against live normal and malicious traffic has been analyzed. Table 1. depicts the experimental values of different algorithms.

<table>
<thead>
<tr>
<th>Algorithms/Parameters</th>
<th>Memory</th>
<th>CPU</th>
<th>Throughput</th>
</tr>
</thead>
<tbody>
<tr>
<td>ac-split</td>
<td>25.9</td>
<td>57.825</td>
<td>40.01804</td>
</tr>
<tr>
<td>ac-q</td>
<td>42</td>
<td>73.09</td>
<td>42.22628</td>
</tr>
<tr>
<td>ac-bnfa</td>
<td>7.1</td>
<td>69.38</td>
<td>41.56937</td>
</tr>
<tr>
<td>ac-banded</td>
<td>50.8</td>
<td>74.95</td>
<td>40.46659</td>
</tr>
<tr>
<td>ac-sparsebands</td>
<td>40.3</td>
<td>90.4</td>
<td>41.42213</td>
</tr>
</tbody>
</table>

Table 1. Experiment’s result of Test 1

It has been analyzed that ac-bnfa algorithm has the best performance in terms of memory utilization as shown in Fig. 4. Ac-split and ac-bnfa gives better results than ac-q, ac-banded and ac-sparsebands in terms of CPU utilization as shown in Fig. 5. And in terms of throughput, ac-q has the best performance as shown in Fig. 6.

4.2 Snort’s performance against CDX Dataset

To measure and evaluate the performance of Snort against CDX-2009 dataset, the following read command is used to read the dataset and the results are measured for different pattern matching algorithms.

```
Snort –c /etc/Snort/Snort.conf - - pcap – dir /home/dataset –A console
```
The performance of different pattern matching algorithms of Snort have also been measured and compared against CDX-2009 dataset in terms of Memory and CPU utilization, and Throughput. Table 2. depicts the experimental result of different algorithms.

<table>
<thead>
<tr>
<th>Algorithms/Parameters</th>
<th>Memory</th>
<th>CPU</th>
<th>Throughput</th>
</tr>
</thead>
<tbody>
<tr>
<td>ac-split</td>
<td>27.73</td>
<td>96.2</td>
<td>21.044</td>
</tr>
<tr>
<td>ac-q</td>
<td>52.4</td>
<td>94.29</td>
<td>20.175</td>
</tr>
<tr>
<td>ac-bnfa</td>
<td>22.06</td>
<td>97.21</td>
<td>19.071</td>
</tr>
<tr>
<td>ac-banded</td>
<td>77.7</td>
<td>50.05</td>
<td>8.083</td>
</tr>
<tr>
<td>ac-sparsebands</td>
<td>77.83</td>
<td>50.05</td>
<td>8.813</td>
</tr>
</tbody>
</table>

Table 2. Experiment’s result of Test 2

In Fig. 7, it has been analyzed that ac-bnfa gives the best result in terms of memory utilization. In terms of CPU utilization both the algorithms ac-banded and ac-sparsebands gives better results as compared to ac-split, ac-q and ac-bnfa as shown in Fig. 8. And in case of throughput ac-split, ac-q and ac-bnfa gives the best results as shown in Fig. 9.

5. Conclusion

In this paper, we have evaluated and compared the performance of different pattern matching algorithms of Snort NIDS on Ubuntu server 16.04. The performance was measured and compared in terms of throughput, CPU and Memory utilization by subjecting the server running Snort to both malicious traffic and CDX-2009 dataset. It has been experimentally found that Snort with ac-bnfa algorithm gives the best results in terms of memory utilization for both the test cases as compared to other algorithms. It has also been observed that in terms of throughput ac-split, ac-q and ac-bnfa gives the best results in case of CDX-2009 dataset and in case of real and malicious traffic, ac-q gives the best results. In terms of CPU utilization, ac-bnfa and ac-split have shown better results than other algorithms in case of real and malicious traffic, but in case of CDX-2009 dataset, ac-banded and ac-sparsebands outperforms other algorithms.
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